# PO Informatica Galgje (met Python)

In deze opdracht gaan we het galgje-spel bouwen: een persoon speelt tegen een computer. Deel de opdracht op in stukjes. Probeer het steeds zo te programmeren dat je tussendoor zo veel mogelijk stukjes kunt testen zonder dat het spel helemaal af hoeft te zijn. Zo weet je zeker dat je altijd een werkend product hebt. Hoe verder je komt, hoe hoger je cijfer. Het is de bedoeling dat je zo veel mogelijk **zelfstandig** aan de slag gaan, zonder te veel hulp van de docent. Help elkaar als je vastloopt. Laat zien wat je geleerd hebt, dus ook hoe je fouten uit je eigen code kunt halen.

## Toelichting opdracht

**Samenwerking**: Het wordt **aanbevolen** om in tweetallen te werken (drietallen zijn niet toegestaan).

**Inleveren op: zie planner** (Te laat inleveren betekend een half punt aftrek van je cijfer, met daarna per 24 uur weer een half punt aftrek)

Inleveren in Teams > Opdrachten:

1. Verslag:
   * Met wie heb je samengewerkt.
   * (een foto van) je stroomdiagram
   * Korte uitleg van wat wel/niet werkt, en welke uitbreidingen je hebt toegevoegd.
2. Een link naar je python code in repl.it.

Je mag elkaar helpen, maar iedereen moet zijn eigen code schrijven en inleveren. Kopieer niet van iemand anders of van internet! Plagiaat wordt niet getolereerd.

Let op: Je (geheime) woord **moet** op deze manier in een lijst worden opgeslagen: [“v”,”a”,”a”,”s”], en hier werkt je programma mee verder (zie Deel B). Zonder toestemming van Renske vooraf, wordt elk ander aanpak **niet** geaccepteert.

## Beoordeling:

|  |  |
| --- | --- |
| Je **proces** wordt beoordeeld op: | |
| *Voortgang, Verslag & Ontwerp* | Je levert je verslag (ontwerp+link) op tijd in. Je werkt zelfstandig en lost zelf (of met andere leerlingen) fouten in de code op.  Een stroomdiagram is vooraf gemaakt. Je ontwerp maakt duidelijk uit welke eenheden je programma is opgebouwd (zie **Deel A**). Je ontwerp wordt gedurende het gehele programmeertraject gebruikt als leidraad. Er is een duidelijke overeenstemming tussen je ontwerp en je code. Je maakt gebruik van versiebeheer. |
| Je **product** wordt beoordeeld op: | |
| *Correctheid, Volledigheid & Originaliteit* | De basis van het programma is af volgens de omschrijving in **Deel B**. Hoe verder je komt qua functionaliteit (**Deel C**: uitbreidingen, originele invulling), hoe hoger je cijfer. Je uitbreidingen staan kort beschreven in je verslag.  Je code voldoet aan de verwachting volgens omschrijving **Deel B**. Je programma is robuust en geeft duidelijke foutmeldingen bij onvoorziene omstandigheden (bv. ongeldige invoer). In je verslag staat wat wel/(nog)niet goed werkt. |
| *Documentatie & Presentatie* | Code is makkelijk te lezen en begrijpen.  **Commentaar** is aanwezig. Bij blokken code (bv. wat bij een loop of een functie hoort) wordt kort samengevat wat het doel van dat blok is. Zowel keuzes als problemen in je code worden met commentaar toegelicht. Nieuwe constructies die je jezelf hebt eigen gemaakt worden met commentaar toegelicht.  **Namen** beschrijven de bedoeling nauwkeurig en zijn compleet, onderscheidend, beknopt, correct gespeld en hebben consistent gebruik van conventies (camelUpperCase of met\_streepjes) en constanten met hoofdletters. Functies zijn met werkwoorden omschreven, variabelen middels zelfstandige naamwoorden.  De **opmaak** is consistent en logisch gestructureerd. Vergelijkbare delen van code duidelijk herkenbaar en staan bij elkaar: globale variabelen, definities en hoofdprogramma. |
| *Constructie* | De kwaliteit van de code: het is duidelijk, efficiënt, elegant, logisch en goed gestructureerd.  De **flow** is eenvoudig. De hoofdprogramma leest als een inhoudsopgave en geeft op hoofdlijnen een duidelijk overzicht van wat het programma doet. Er wordt goed gebruik gemaakt van loops en condities. Coderegels en condities zijn kort, eenvoudig en makkelijk te begrijpen. Er komen geen lange of diep geneste brokken voor brokken code voor. Er komt geen code dubbel voor. Er komt geen code voor dat nooit uitgevoerd wordt. Gebruik van 'harde' waardes (echte getallen) worden zo veel mogelijk vermeden. Er wordt geen gebruik gemaakt van break(), quit of while(true).  **Functies** hebben één (duidelijke) doel, en zijn kort-en-krachtig. Er wordt gebruik gemaakt van parameters en retourwaarden (om het gebruik van globale variabelen te beperken). Returns worden op logische, eenduidige en overzichtelijke wijze gebruikt. Variabelen worden niet hergebruikt voor verschillende doeleinden. |

Goed programmeren gaat dus **niet alleen** om een werkende **oplossing**, maar juist om een **degelijke aanpak en oplossing. Laat zien wat je geleerd hebt!** Ga gestructureerd te werk, bedenk uit welke losse onderdelen je programma bestaat en pak ze los van elkaar aan.

**DEEL A: ONTWERP**

Voordat we gaan beginnen met het spel ga je eerst een stroomdiagram tekenen waarin je het spel in logische delen opbreekt. Gebruik de onderstaand uitleg van deel B om je ontwerp te maken. Hieruit blijkt welke onderdelen achter elkaar uitgevoerd worden, en waar herhaling zit en wat de voorwaarden voor herhaling zijn. Ook blijkt daar uit welke dingen je moet onthouden, oftewel, welke variabelen of constanten je hebt. Maak een lijstje van de gegevens die je moet opslaan/onthouden en wat hun typen zijn (bv. String gebruikersgok). Mogelijk zal je gaandeweg aanpassingen maken en tot nieuwe inzichten komen. Pas je stroomdiagram daaropaan.

Voor het digitaal tekenen van een stroomdiagram kun je gebruik maken van de volgende tool: <http://course.cs.ru.nl/pythonVO/FlowchartTool/Stream.html> (maak een screenshot maken met WINDOWS+SHIFT+S), of teken je ontwerp op papier en maak daar een foto van.

**DEEL B: BASISPROGRAMMA**

**Begin simpel! Zorg eerst dat de basis van je programma werkt, en breid het daarna uit.**

Het simpelste programma zal er voor de gebruiker als volgt uit zien:

|  |
| --- |
| Hoi. Welkom bij Galgje.  Ik heb een woord in gedachten.  Tot nu toe geraden woord: \_ \_ \_ \_ \_  Je mag nog 10 keer fout gokken.  Tot nu toe geraden letters:  Wil je een letter gokken? e  Goed geraden! De letter ‘e’ zit in mijn geheime woord.  Tot nu toe geraden woord: \_ \_ e \_ \_  Je mag nog 10 keer fout gokken.  Tot nu toe geraden letters: e  Wil je een letter gokken? r  Helaas, de letter ‘r’ zit niet in mijn geheime woord.  Tot nu toe geraden woord: \_ \_ e \_ \_  Je mag nog 9 keer fout gokken.  Tot nu toe geraden letters: e, r  **…** |

Hieronder staat uitgelegd hoe je de programmeeromgeving in moet stellen. Daaronder staat waar het programma aan moet voldoen en tips om deze te maken.

**Opzetten programmeeromgeving:** Volg de stappen in de Tutorial voor het aanmaken van je Galgje project in Repl.it:

<http://course.cs.ru.nl/pythonVO/docs/PO/VisualStudio_installeren.pdf>.

PO\_Galgje\_replit\_projectaanmaken.pdf

Hier wordt uitgelegd welke programmeeromgeving je het beste kunt gebruiken en hoe je dat de eerste keer moet instellen.

**Waar het programma aan moet voldoen (en wat tips):**

1. *Geheim woord:* Omdat we wel hebben geleerd om met lijsten te werken, maar nog niet met strings, gaan we het geheimwoord in een lijst onthouden. Maak een lijst en zet daarin de letters van het woord, dus bijvoorbeeld: [“v”,”a”,”a”,”s”].
2. *Geraden woord:* Maak een ‘geraden woord’ met een juiste hoeveelheid puntjes.
3. *Controle:* Controleer of een letter in het geheime woord voorkomt. Zo ja, print dit. Vervang ook op de juiste plek in het geraden woord het puntje door de letter. Zorg ervoor dat alle voorkomens van het letter vervangen wordt. Tip: begin maak hier een functie (def) van zodat je code overzichtelijker blijft.
4. *Gok:* Laat de gebruiker een gokletter in voeren.
5. *Foute gok:* geef de gebruiker ook terugkoppeling als de gok niet in het woord voorkomt.
6. *Beurten:* Het spel zelf komt eigenlijk neer op een grote loop. Bij elke iteratie van de loop is de ´gebruiker een keer aan de beurt´. Aan welke condities moet zijn voldaan voordat de gebruiker nog een keer aan de beurt mag komen? Hoe bepaal je of ‘ie niet al verloren heeft? En hoe bepaal je of ‘ie gewonnen heeft?
7. *Spelstand:* Toon de huidige spelstand (aantal pogingen, geraden woord tot nu toe) aan de gebruiker, en vraag om een nieuwe letter. Je hoeft (nog) geen rekening te houden met foutieve input (getallen, hele zinnen, of letters die al geraden zijn), dit doe je later.
8. *Einde spel:* Toon een bericht aan het einde wanneer de gebruiker heeft gewonnen of verloren. Waar kan je aan zien of de gebruiker won of verloor? Onderscheid deze twee gevallen. Laat ook nog even zien wat het te raden woord was.
9. *Bereken woord lengte:* Indien je dit nog niet gedaan hebt, pas je code zo aan dat het werkt voor een woord van elke willekeurige lengte. Gebruik dus geen getal voor de waarde, maar bereken deze.
10. *Willekeurige woorden*: Voeg meer geheime woorden toe (in een lijst) en laat het programma er eentje willekeurig kiezen. Tip1: Zoek op internet naar de Python functie choice(). Tip2: Tijdens het testen kan het handig zijn om deze af te drukken.
11. *Omgaan met foutieve invoer*: Zorg voor een goede afhandeling van foutieve invoer. Controleer wat de gebruiker invoert, geef een duidelijke foutmelding en geef de gebruiker de mogelijkheid om de fout te herstellen. Bijvoorbeeld, bij een foutieve invoer (getallen, hele zinnen of helemaal geen invoer).

*Je hebt al een aantal* ***vergelijkbare opdrachten*** *gemaakt. Het kan handig zijn om terug te kijken naar* [*hoofdstuk 9*](http://course.cs.ru.nl/pythonVO/Teams/H9/H9_index.html) *en* [*hoofdstuk 10*](http://course.cs.ru.nl/pythonVO/Teams/H10/H10_index.html)*, met name opgaven 9.4.1, 10.4.1 en afsluitende opgave 9.4.*

**DEEL C: UITBREIDINGEN**

* Wanneer de gebruiker een bepaalde letter al geraden heeft, is het een beetje zonde als het nog een gok kost wanneer hij of zij die letter per ongeluk herhaalt. Hoe kan je handig bijhouden welke letters al geraden zijn? Bedenk wanneer je een letter toe moet voegen, en voorkom dat een letter twee keer fout gerekend wordt.
* Je kunt ook de gebruiker vragen om een woord in te vullen. Zo kan je het spel met twee mensen spelen. Zorg er wel voor dat je het scherm even leeg maakt zodat de ander niet ziet wat je hebt ingevuld. Dat kan natuurlijk met een aantal lege regels te printen, maar dat kan ook netter. Met de juiste zoektermen in Google moet je het juiste commando wel kunnen vinden.
* Geef de gebruiker telkens willekeurig verschillende zinnen als die een fout of juist een goede gok heeft. Zo kan een speler telkens weer iets anders te zien krijgen.
* Je kunt ook een speler meerdere potjes laten spelen en de score bijhouden en telkens laten zien nadat een potje voorbij is. Je kunt ook een ‘high-score’ bij lagen houden, namelijk het minst aantal gokken dat nodig zijn geweest om een potje te winnen.
* Teken een galg door een combinatie van streepjes, sterretjes, nulletjes, etc. af te drukken.
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* Om je code voor het tekenen van de galg overzichtelijk te houden is het goed om hier een aparte functie van te maken. Welke informatie heeft deze functie allemaal nodig? Hoe kan je deze functie op een nette manier opschrijven?
* Combineer wat je geleerd hebt bij TurtleGraphics met het spel wat je gemaakt hebt om een galg te tekenen. Ga na waar je precies een stukje moet tekenen. Om het venster open te houden moet je aan het **einde van je code** turtle.mainloop() aanroepen (maak geen gebruik van turtle.done() ).

![](data:image/png;base64,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)

* Voeg zelf iets origineels of iets slims toe waardoor je programma meer kan of waardoor je programma leuker of je code eleganter of efficiënter wordt.

Een voorbeeld opzet van je code zou het volgende kunnen zijn:

|  |
| --- |
| # DIT IS HET GALGJE SPEL  # GESCHREVEN DOOR RENSKE  # Doel: het programma heeft een geheim woord,  # de gebruiker mag letter voor letter raden of die letter in het woord voorkomt  # de spel is afgelopen als de gebruiker het juiste woord geraden heeft, of teveel fouten gemaakt heeft  #LET OP: dit programma is nog lang niet af.  ###################  #GLOBALE VARIABELEN  ####################  geheim\_woord = ['h','a','l','l','o']  #dit is wat de gebruiker moet gaan raden  tot\_nu\_toe\_geraden\_woord = []         #dit is wat de gebruiker tot nu toe goed heeft geraden  resterende\_pogingen = 8               #maximaal pogingen  ##############  # FUNCTIE DEFINITIES  ##############  def welkomstWoord():    print("Welkom bij Galgje!")    print("Dit zijn de spelregels ...")  # Deze functie vult de geraden woord aan met even veel streepjes als dat het geheim woord lang is  def maakWoordMetStreepjes():    streepjes\_woord = []    for i in range(len(geheim\_woord)):        #voor elk letter in geheim woord      streepjes\_woord.append("\_")   #per letter in het te raden woord aanvullen met streepjes    print("tot\_nu\_toe\_geraden\_woord", streepjes\_woord)  #even printen om te testen    return streepjes\_woord  # Deze functie verlaagt aantal pogingen bij een foute gok,  # anders aantal pogingen niet aanpassen  def werkAantalPogingenBijAlsGokFout(gok, resterende\_pogingen):    if not gok in geheim\_woord: #gok was fout      resterende\_pogingen -= 1    print("aantal resterende pogingen:", resterende\_pogingen) #even printen    return resterende\_pogingen  ################  # HOOFDPROGRAMMA  ################  welkomstWoord()  print("geheim\_woord", geheim\_woord) #even printen om te testen  tot\_nu\_toe\_geraden\_woord = maakWoordMetStreepjes() #leeg woord aanvullen met juist aantal streepjes  #zolang het spel nog niet is afgelopen:  gok = input ("Geef een letter: ")     #vraag om gokletter  resterende\_pogingen = werkAantalPogingenBijAlsGokFout(gok, resterende\_pogingen) #als fout geraden, dan aantal pogingen bijwerken  # ... |